Interfaces with Example

**What Is an Interface?**

As you've already learned, objects define their interaction with the outside world through the methods that they expose. Methods form the object's *interface* with the outside world; the buttons on the front of your television set, for example, are the interface between you and the electrical wiring on the other side of its plastic casing. You press the "power" button to turn the television on and off.

In its most common form, an interface is a group of related methods with empty bodies. A bicycle's behavior, if specified as an interface, might appear as follows:

interface Bicycle {

// wheel revolutions per minute

void changeCadence(int newValue);

void changeGear(int newValue);

void speedUp(int increment);

void applyBrakes(int decrement);

}

To implement this interface, the name of your class would change (to a particular brand of bicycle, for example, such as ACMEBicycle), and you'd use the implements keyword in the class declaration:

class ACMEBicycle **implements** Bicycle {

int cadence = 0;

int speed = 0;

int gear = 1;

// The compiler will now require that methods

// changeCadence, changeGear, speedUp, and applyBrakes

// all be implemented. Compilation will fail if those

// methods are missing from this class.

void changeCadence(int newValue) {

cadence = newValue;

}

void changeGear(int newValue) {

gear = newValue;

}

void speedUp(int increment) {

speed = speed + increment;

}

void applyBrakes(int decrement) {

speed = speed - decrement;

}

void printStates() {

System.out.println("cadence:" +

cadence + " speed:" +

speed + " gear:" + gear);

}

}

Implementing an interface allows a class to become more formal about the behavior it promises to provide. Interfaces form a contract between the class and the outside world, and this contract is enforced at build time by the compiler. If your class claims to implement an interface, all methods defined by that interface must appear in its source code before the class will successfully compile.

Why use interface ?

Efficiency and Better implementation of a class or process

**Linked List**

In [computer science](https://en.wikipedia.org/wiki/Computer_science), a **linked list** is a linear collection of data elements, called nodes, each pointing to the next node by means of a [pointer](https://en.wikipedia.org/wiki/Pointer_(computer_programming)). It is a [data structure](https://en.wikipedia.org/wiki/Data_structure)consisting of a group of [nodes](https://en.wikipedia.org/wiki/Node_(computer_science)) which together represent a [sequence](https://en.wikipedia.org/wiki/Sequence). Under the simplest form, each node is composed of data and a [reference](https://en.wikipedia.org/wiki/Reference_(computer_science)) (in other words, a *link*) to the next node in the sequence. This structure allows for efficient insertion or removal of elements from any position in the sequence during iteration. More complex variants add additional links, allowing efficient insertion or removal from arbitrary element references.

The principal benefit of a linked list over a conventional [array](https://en.wikipedia.org/wiki/Array_data_structure) is that the list elements can easily be inserted or removed without reallocation or reorganization of the entire structure because the data items need not be stored contiguously in memory or on disk, while an array has to be declared in the source code, before compiling and running the program. Linked lists allow insertion and removal of nodes at any point in the list, and can do so with a constant number of operations if the link previous to the link being added or removed is maintained during list traversal.

## **Advantages[**[**edit**](https://en.wikipedia.org/w/index.php?title=Linked_list&action=edit&section=1)**]**

* Linked lists are a dynamic data structure, which can grow and be pruned, [allocating and deallocating memory](https://en.wikipedia.org/wiki/Allocating_and_deallocating_memory) while the program is running.
* Insertion and deletion node operations are easily implemented in a linked list.
* Linear data structures such as stacks and queues can be implemented using a linked list.
* There is no need to define an initial size for a Linked list.
* Items can be added or removed from the middle of list.

## **Disadvantages[**[**edit**](https://en.wikipedia.org/w/index.php?title=Linked_list&action=edit&section=2)**]**

* They use more memory than [arrays](https://en.wikipedia.org/wiki/Array_data_structure) because of the storage used by their [pointers](https://en.wikipedia.org/wiki/Pointer_(computer_science)).
* Nodes in a linked list must be read in order from the beginning as linked lists are inherently [sequential access](https://en.wikipedia.org/wiki/Sequential_access).
* Nodes are stored incontiguously, greatly increasing the time required to access individual elements within the list, especially with a [CPU cache](https://en.wikipedia.org/wiki/CPU_cache).
* Difficulties arise in linked lists when it comes to reverse traversing. For instance, singly linked lists are cumbersome to navigate backwards[[1]](https://en.wikipedia.org/wiki/Linked_list#cite_note-1) and while doubly linked lists are somewhat easier to read, memory is wasted in allocating space for a [back-pointer](https://en.wikipedia.org/wiki/Back-pointer).

Each record of a linked list is often called an 'element' or '[node](https://en.wikipedia.org/wiki/Node_(computer_science))'.

The field of each node that contains the address of the next node is usually called the 'next link' or 'next pointer'. The remaining fields are known as the 'data', 'information', 'value', 'cargo', or 'payload' fields.

### Singly linked list

Singly linked lists contain nodes which have a data field as well as a 'next' field, which points to the next node in line of nodes. Operations that can be performed on singly linked lists include insertion, deletion and traversal.
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*A singly linked list whose nodes contain two fields: an integer value and a link to the next node*

### Doubly linked list

In a 'doubly linked list', each node contains, besides the next-node link, a second link field pointing to the 'previous' node in the sequence. The two links may be called 'forward('s') and 'backwards', or 'next' and 'prev'('previous').
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### Circular Linked list

In the last [node](https://en.wikipedia.org/wiki/Node_(computer_science)) of a list, the link field often contains a [null](https://en.wikipedia.org/wiki/Null_pointer#Null_pointer) reference, a special value used to indicate the lack of further nodes. A less common convention is to make it point to the first node of the list; in that case the list is said to be 'circular' or 'circularly linked'; otherwise it is said to be 'open' or 'linear'.

[![ircularly-linked-list.svg](data:image/png;base64,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)](https://en.wikipedia.org/wiki/File:Circularly-linked-list.svg)

talk about implements ( interface in class) extends( inheritance in class). A java class cannot extend more than one class, so additional functionality can be incorporated by using interfaces.

But a java class can implement as many number of interfaces

Deadly diamond of dead problem